ПWS

ПОИТ-4,

лабораторная 6

4 часа

**Разработка и исследование WCF Data Service**

1. Используйте следующее подключение к серверу баз данных Microsoft SQL Server 2012.

**Server: W2012SQL2012B (172.16.193.89/172.16.0.89)**

**Login: WS**

**Password: ws**

1. Создайте базу данных с именем **WSXXX**, где XXX – инициалы студента. Можно создать 1 базу данных на троих студентов.
2. Создайте таблицы соответствующие следующей диаграмме.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARoAAAFgCAIAAADraCFKAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAzASURBVHhe7d1NUhvJFoBRVuUBq/HghbbiKUvouecswxvwJnoH/bIqs65KqR9UcCUgdU4Q7qxfIOJ+XWqexXv6D0giJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0gjJ0jzzpz+B19bm9T7en9O/8JXJSdIIydIIydIIydIIydIIydIIydIIydIIydIIydIIydII6dr/fn142ny83fbAb0Bc1rmPuQEcL+cfv8sn+bHrz9tk+9jsJyOUposAbSD7+whLacLX8Z06Ofv6c9SU91oR/gWxspp/vd6sfpXexnKNpNtjD87pwv3WQ6t6OlbGT6n6mhQpzPa2XFyv72/37Tz93EG+8Prq1a97E+oV538MjpxjpK+n7FyOhjw9Ty+J6eDe+21ux7dMS48cWQyHX07p/pJf/6aTzw6yhc3WE5FX0FEtcxy7LiYU0x+n8+83d+rXXpwrB08d6Pl0gN//pSH4PwFlDuePIOvbLycqnVUrZejOb6YU3/w8PL17Vfms/vP021fzInvbdScZsvQ1ybkxK2NlVOZ8vWULkNf9y1z3Oez7Djc7A7Gdr3ZpSauzCm+DMYxXE4nLHO9PjoP8+nT25wvY99rdztxbXfhmZyOvwyGMVZOx0O+zHC1P9zm+GBH29iP+Kqo+j+u1lU7ehTclTmd+DIYxGA5wWeSE6SRE6QZIad/4DO0+VsZJKe2gnsZPKd2xnYfuZbHFFPXkZOc2CymriMnObFZTF1HTnJis5i6zmg51T1XikvqAq5UZkZOvbikLuBKZWYeOqf2d+QWdWdcUhe9vy/PT88vf9vW4nV3YiePpczM4+ZU+pk/4/6jFhWX1MV15ISclorkxMeVmZHT/uO6nFblTC/8Js8vL3KizMzj5lSUErqWirikLo5ETmXxtHudds1ZyenRlZl56JyKWlS0VMQldXFkyak0tC/Iiz3kdPhfUHVPXFIXR+TEaWVm5PTep9O08GKPvTIzcnrv06kuZ34UQVFmRk5bn05wWpmZR8+pWLdUxCV1AVcqMyOnXlxSF3ClMjMPkdM7fORaHlNMXUdOcmKzmLqOnOTEZjF1HTnJic1i6jrj5AT35Ol02keu5THF1HXkJCc2i6nryElObBZT15GTnNgspq4jJzmxWUxdR05yYrOYuo6cLuQ0vyujvs+pWb1lgwcWU9eR0+Wcnp+f10HJiUlMXUdOb+T08uqd7fRi6jpyeiunv+uG9suyatrDaz5U2lv2Lb9KbNVf7Dp8Bcm3E1PXkdPbOZ1ahPWhJZ3Vcl7XeFbXvu66u/C9xNR15HRNTvNyiuJwT1P3rA6dXO8fTTPPp+8spq4jp+tymmvYva7bqEGUVT3nmpw0NIiYuo6crswpHi/znjgy7ayrt3KaFvu9fGsxdR05XZ1TC6ruaW09Pe92Vz6diuWiiQfVdxZT15HThZzgtJi6jpzkxGYxdR05yYnNYuo6cpITm8XUdeQkJzaLqevISU5sFlPXkZOc2CymrjNOTnA3ZRRHzqkdhnuRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6SRE6QZOSe4vzZ/KyPkBF+EnCCNnCCNnCCNnCCNnCDN98sJvrI2qff1zpxgk6enh5g0OXFzc0vlj/GHTU7cXM3pEYqSEze3zmleD0tO3NycUE1p8HmTEzc3V9Q+xi5KTtxc5DR2S4WcuLma0/AtFXLitmpL9WP4ouTEDa1bqh9jFzXy98bnWrd0tB7TsN8Yny4SCrHZzhjOsN8Yn27dTxWb7YzhDPuN8eminyWh9XpMw35jfAXriurHwC0VI39vfAVTQCtt76DkxM21N/R90lv67klO3NY/q98NPHxRcuK2ak7/zr8kWE7wIXKCNHKCNHKCNHKCNHKCNHKCNHKCNHKCNHKCNHKCLf6+PD+//G0bPTlxR2UW23sXqt3rejpfd/OuunHRfJ/9VF8Y8YvT/7bjyy/eUE7c0YXpLItVIG+Yrtrt4l4XRvzCofe5eEM5cUfHs1j3lD+vb6moV5WnWX2WxW2n+1RxoG1Pxw+3rnLizpeulhN3tB7KSX2x97ytpWKZ8hZU25xeLO4z6kpbzp3sd77l6M6Xr5UTd3Q8i2VPaellty2ouE9drP+ME+r8r89sDVdLWpedvHOsj8iJOzqexWVP+eeVEz5Z3acsdy/z5vrmcbvYuT56vXpVd+fz95ETd3Q8i/s9ZXX1I+rgPtMrsfnKMy/22mr1gu167ROVa6/6KuXEHR1kMDvYM038+Vld6e4T0z4Ne7UPZ7pp/6OIq38YEZ+o3qVct/qB4jE5QRo58dUsD4JLrny4XJb/ieQEaeQEaeQEaeQEaeQEaeQEaeQEaeQEaeQEaeQEaeQEaWpOlZzgo0pFVdsel5y4ufZXZ0f//5ku5MRtrSsavig5cVtyghzH/YxdlJy4ITlBpnU/Y7dUyInbKgnVimIxMDlxD8OHVMmJ24qHUiwGJidua52QnOD9jvsZuyg5cUNygjRygkzrfsZuqZATt1USqhXFYmBp3157Rwt8VW1Sbykzp3/hq5ITpJETpJETpJETpJETpJETpJETpJETpJETpJETpJETpJETpBktp98/69/Qf/rx60/bNWv7u723MH+mO3wevqBhc+pGeltOf379mM7++bttX2e66ufv6c/yaepGO8KDGDing3g25dRq2pjDctWKnh7MoDn9+FFHO/I5kdNBeXHkKIr+FrOzWcblSnpEo+b0689hQF1OhyktpgRO53TiyXOqqHrbn7/ms0+dwNjGzen8+vgRsuxoBSyb/eFlu93s6AH058/vXz+WT3d0lPGNnNN662D/4UmTw2DO5NNbXQ+TsXPabx/8t5ScuI3Rc+paqPuXXKKXZUe7rNs8ygtOGz+ng6CW/aefN5HL+vB8yYnzDz4FTB4hp9XjaL3/MJHuybM/uFwS92jkxJHRcoJPJCdIIydIM0JO/8BnaPO3MkhObQX3MnhO7YztPnItjymmriMnObFZTF1HTnJis5i6jpzkxGYxdR05yYnNYuo6cpITm8XUdeR0Pqe/L89Pzy9/29bidXdiJ48lpq4jp61PJzkhp/M2Xisn5HTe+WtX5Uwv/CbPLy9yIqauI6drciqLp93rtGvOSk6PLqauI6crcioN7QvyYg85nXf+WjlxWkxdR05X5DQtvNhjL6auI6drcqpB+VEETUxdR04XcoLTYuo6cpITm8XUdeQkJzaLqevISU5sFlPXkZOc2CymriMnObFZTF1HTnJis5i6zjg5wT15Op32kWt5TDF1HTnJic1i6jpykhObxdR15CQnNoup68hJTmwWU9eRk5zYLKauI6cP5nTq3YTTm6K8iWNkMXUdOd0gJ0YXU9eRk5zYLKauI6cLOc3vZJ/N72xflxPrefEavzasHtbY4GLqOnI6n1OJov6CiOZcTktG+/9kktPgYuo6cjqfU/9rVs7ltD+lbBw9xxhQTF1HTudzmtUXfG+82Gs7p3Pl9Ahi6jpyeiOnolQyxxG1zL3sc1rS2R+X0+Bi6jpyOp/TVErVItrv2e3WT6fdrv3IYnWenEYWU9eR09tPp+1KTktZjCimriOnG+Tk4TS6mLqOnFJzqj+4ENPoYuo6crrB04nRxdR15CQnNoup68hJTmwWU9eRk5zYLKauM05OcE+eTqd95FoeU0xdR05yYrOYuo6c5MRmMXUdOcmJzWLqOnKSE5vF1HXkJCc2i6nryElObBZT15FTSk7+DvljianryElObBZT15HThZzmSF7aO3D3ubR3YUzmNwmW0xb1TYP7E7yJcEwxdR05Xc5pKWJa9qs5m1rZHF7LbbV+3XlmDSmmriOnt55OXST7368yKXvnjdWZq2fXZH8u44ip68jpFjlpaHAxdR05bcxpWiy57MvpztxvMKSYuo6ctua0fjm3r2ZqqKhxrV/veVCNKKauI6cLOcFpMXUdOcmJzWLqOnKSE5vF1HXkJCc2i6nryElObBZT15GTnNgspq4jJzmxWUxdZ5yc4G7KKI6cUzsM9yInSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSCMnSDNyTnB/bf5WRsgJvgg5QRo5QRo5QRo5QRo5QZrvlxN8ZW1SbyktJ0BOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkEZOkOS///4PsA3DBrz0QVEAAAAASUVORK5CYII=)

|  |  |
| --- | --- |
| **Student** | **Список студентов** |
| id | Идентификатор студента |
| name | Фамилия, имя студента |
| **Note** | **Экзаменационные оценки студентов** |
| subj | дисциплина, изучаемая студентом |
| note | оценка полученная на экзамене |

1. Заполните таблицы базы данных (3 студента по 3 дисциплины с оценками).
2. Создайте приложение ASP.NET MVC. Создайте EDM-модель над базой данных **WSXXX.**
3. Создайте службу **WCF Data Service** с применением EDM-модели.
4. Продемонстрируйте работоспособность сервиса с помощью браузера (выбор списка, выбор по primary key, orderby, select, filter).
5. Разработайте программу клиента (в любой форме), демонстрирующего работу с сервисом.

**Для самостоятельного изучения**

1. Разработайте службу **WCF Data Service**  помощью которой можно добавлять/изменять данные в таблицу базы данных. Продемонстрируйте ее работоспособность.
2. <https://msdn.microsoft.com/ru-ru/library/cc668792(v=vs.110).aspx>

**1. ASP.NET MVC**

**ASP.NET MVC (Model-View-Controller)** — это архитектурный паттерн для создания веб-приложений.

**Ключевые понятия:**

* **Model:** Представляет данные приложения и логику их обработки.
* **View:** Отвечает за отображение данных (интерфейс пользователя).
* **Controller:** Обрабатывает пользовательские запросы, вызывает методы модели, передает данные в представление.

**Этапы создания приложения ASP.NET MVC:**

1. **Создание проекта ASP.NET MVC:**
   * В Visual Studio выберите шаблон "ASP.NET Web Application" с типом "MVC".
2. **Добавление модели данных:**
   * Используйте подход "Code-First" или "Database-First" для генерации моделей.
3. **Создание контроллера:**
   * Контроллеры обрабатывают запросы и возвращают представления или данные (например, JSON).
4. **Настройка маршрутов:**
   * В файле RouteConfig.cs определите маршруты (например, /Controller/Action/{id}).

**2. EDM-модель (Entity Data Model)**

**EDM (Entity Data Model)** — модель данных, описывающая структуру базы данных с использованием объектов (Entity Framework).

**Ключевые понятия:**

* **Entity Framework:** ORM (Object-Relational Mapping), позволяющая работать с базой данных через объекты .NET.
* **Database-First:** Метод генерации EDM из существующей базы данных.
* **EDM-модель:** Диаграмма объектов (Entities), их атрибутов и отношений.

**Шаги для создания EDM-модели:**

1. **Добавьте EDM в проект:**
   * Щелкните правой кнопкой на проекте > Add > New Item > Data > "ADO.NET Entity Data Model".
2. **Выберите подход:**
   * Для существующей базы данных выберите "Database-First".
3. **Подключение к базе данных:**
   * Укажите строку подключения и выберите таблицы для генерации моделей.
4. **Проверьте сгенерированную модель:**
   * В файле .edmx появится визуальная диаграмма таблиц, их связей и атрибутов.

**3. WCF Data Service**

**WCF Data Service** — это служба для предоставления данных через веб-протоколы, такие как OData.

**Ключевые понятия:**

* **WCF (Windows Communication Foundation):** Фреймворк для построения сервисов, которые работают через HTTP, SOAP, TCP и другие протоколы.
* **OData (Open Data Protocol):** Протокол для работы с данными через HTTP-запросы.

**Шаги для создания WCF Data Service:**

1. **Добавьте WCF Data Service в проект:**
   * Щелкните правой кнопкой на проекте > Add > New Item > "WCF Data Service".
2. **Настройте службу:**
   * Используйте EDM-модель как источник данных для сервиса.
   * Пример:

csharp

Копировать код

public class MyDataService : DataService<MyEntities>

{

public static void InitializeService(DataServiceConfiguration config)

{

config.SetEntitySetAccessRule("\*", EntitySetRights.All);

config.DataServiceBehavior.MaxProtocolVersion = DataServiceProtocolVersion.V3;

}

}

1. **Настройте Web.config:**
   * Проверьте строку подключения к базе данных.
2. **Проверьте службу:**
   * Перейдите по URL службы (например, http://localhost:port/MyDataService.svc).

**4. Тестирование WCF Data Service**

После настройки службы, убедитесь, что она поддерживает следующие операции OData:

**Примеры запросов:**

1. **Выбор списка:**
   * Запрос: http://localhost:port/MyDataService.svc/Students.
   * Описание: Возвращает всех студентов.
2. **Выбор по первичному ключу (Primary Key):**
   * Запрос: http://localhost:port/MyDataService.svc/Students(1).
   * Описание: Возвращает студента с ID = 1.
3. **Сортировка (OrderBy):**
   * Запрос: http://localhost:port/MyDataService.svc/Students?$orderby=name.
   * Описание: Возвращает студентов, отсортированных по имени.
4. **Выбор конкретных полей (Select):**
   * Запрос: http://localhost:port/MyDataService.svc/Students?$select=name.
   * Описание: Возвращает только имена студентов.
5. **Фильтрация (Filter):**
   * Запрос: http://localhost:port/MyDataService.svc/Students?$filter=id gt 2.
   * Описание: Возвращает студентов с ID больше 2.

**5. Клиентская часть**

Для тестирования сервиса необходимо разработать клиента, который будет отправлять HTTP-запросы и обрабатывать ответы.

**Ключевые варианты реализации клиента:**

1. **Консольное приложение (C#):**
   * Используйте библиотеку HttpClient для выполнения HTTP-запросов.
   * Пример:

csharp

Копировать код

using System;

using System.Net.Http;

using System.Threading.Tasks;

class Program

{

static async Task Main(string[] args)

{

var client = new HttpClient();

var response = await client.GetAsync("http://localhost:port/MyDataService.svc/Students");

var data = await response.Content.ReadAsStringAsync();

Console.WriteLine(data);

}

}

1. **Веб-приложение (JavaScript):**
   * Используйте fetch или библиотеку axios для выполнения запросов.
   * Пример:

javascript

Копировать код

async function fetchData() {

const response = await fetch('http://localhost:port/MyDataService.svc/Students');

const data = await response.json();

console.log(data);

}

fetchData();

1. **Пользовательский интерфейс (React, WinForms, или WPF):**
   * В интерфейсе отобразите данные, полученные из службы, в таблице или другом элементе управления.

**6. Дополнительные темы**

* **Разрешения в WCF:**
  + Убедитесь, что конфигурация SetEntitySetAccessRule разрешает необходимые операции (Read, Write, All).
* **Форматы данных:**
  + WCF Data Services поддерживает форматы JSON и XML.
* **Отладка:**
  + Проверьте ошибки при помощи инструмента Postman или консоли браузера.
* **Ограничения и оптимизация:**
  + Ограничьте размер возвращаемых данных с помощью параметров $top и $skip.

**Итог:** При сдаче лабораторной работы вы должны:

1. Продемонстрировать работоспособность приложения ASP.NET MVC.
2. Настроить и проверить WCF Data Service.
3. Показать правильность выполнения запросов OData.
4. Обеспечить взаимодействие клиента с сервисом.

В вашем проекте модели базы данных были **созданы вручную**. Это подтверждается наличием кода модели Note (и предположительно Student) в виде классов C# с атрибутами. Этот подход называется **Code-First** из Entity Framework. В отличие от EDM-модели (.edmx), где модели генерируются автоматически на основе существующей базы данных, здесь вы определяете модели вручную, и EF сопоставляет их с таблицами базы данных.

### ****Анализ структуры проекта****

#### **1. Подключение к базе данных**

В файле appsettings.json вы указали строку подключения:

json

Копировать код

"DefaultConnectionString": "Server=LEGION\\MSQLSERVER;Database=PWS\_Lab6;TrustServerCertificate=True;MultipleActiveResultSets=true;Integrated Security=true;"

Эта строка подключения используется в Program.cs через DI (Dependency Injection) для настройки StudentsDbContext:

csharp

Копировать код

builder.Services.AddDbContext<StudentsDbContext>(options =>

options.UseSqlServer(

builder.Configuration.GetConnectionString("DefaultConnectionString"),

sqlServerOptions => sqlServerOptions.EnableRetryOnFailure()

)

);

* **Класс StudentsDbContext:** Это ваш контекст данных, наследующий от DbContext. Он отвечает за взаимодействие с базой данных.

#### **2. Модели**

Ваши модели (Note и Student) определены вручную в виде классов C#.  
Пример модели Note:

csharp

Копировать код

public partial class Note

{

[DataMember]

[Key]

public int id { get; set; }

[Required]

[DataMember]

[StringLength(100)]

public string subj { get; set; }

[Column("note")]

[DataMember]

public int? note1 { get; set; }

[DataMember]

public int? studentId { get; set; }

[DataMember]

public virtual Student Student { get; set; }

}

##### **Особенности:**

1. **Атрибуты данных ([DataAnnotation]):**
   * [Key]: Определяет первичный ключ.
   * [Required]: Делает поле обязательным.
   * [StringLength(100)]: Ограничивает длину строки.
   * [Column("note")]: Указывает имя столбца в базе данных, если оно отличается от имени свойства.
   * [DataMember]: Используется для сериализации в WCF и OData.
2. **Свойства навигации:**
   * public virtual Student Student { get; set; }: Навигационное свойство для связи с таблицей Student.

##### **Как сопоставляются модели с таблицами базы данных?**

Entity Framework сопоставляет модели с таблицами автоматически, если имена классов (и их свойств) совпадают с именами таблиц (и их столбцов) в базе данных. Если имена различаются, вы можете уточнить их через атрибуты ([Table], [Column]) или Fluent API в OnModelCreating метода DbContext.

#### **3. OData и WCF**

Вы используете OData через Microsoft.AspNetCore.OData. Это означает, что вместо классического WCF Data Service ваш проект основан на OData-протоколе, встроенном в ASP.NET Core.

* OData модель определяется с помощью ODataConventionModelBuilder в Program.cs:

csharp

Копировать код

var s\_modelBuilder = new ODataConventionModelBuilder();

s\_modelBuilder.EntitySet<Student>("Students");

s\_modelBuilder.EntitySet<Note>("Notes");

* Запросы на основе OData позволяют:
  + **Выбор списка:** /odata/Students или /odata/Notes.
  + **Фильтрация:** /odata/Students?$filter=age gt 20.
  + **Сортировка:** /odata/Students?$orderby=name.

### ****Что делать, если база данных уже существовала?****

Если база данных существовала до начала работы, модели можно было сгенерировать автоматически с использованием подхода **Database-First**:

1. Установить Entity Framework Tools.
2. Выполнить команду:

bash

Копировать код

Scaffold-DbContext "строка\_подключения" Microsoft.EntityFrameworkCore.SqlServer -OutputDir Models

1. Это создаст C#-классы на основе структуры вашей базы данных.

### ****Резюме****

Ваши модели созданы вручную. Это стандартный **Code-First подход** из Entity Framework Core. Чтобы понять, соответствуют ли они структуре базы данных:

1. Проверьте таблицы Notes и Students в базе данных PWS\_Lab6.
2. Убедитесь, что имена столбцов и их типы совпадают с определениями в ваших моделях.